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In academic year 2010-2011 Spain has finished the process of introducing the regulatory
changes derived from the Bologna Declaration and the new European Space for Higher Edu-
cation (ESHE). These changes have implied the updating of university degrees’ structure as
well as the inclusion of the European Credit Transfer System (ECTS).

This paper describes the process of adaptation of two basic first-semester core subjects of
computer engineering to one of the basic aspects of the ESHE, the adoption of the ECTS. The
process described in the paper was developed in the framework of the pilot plan undertaken by
the Universitat Autònoma de Barcelona between 2005 and 2010. The proposed course design
implies a better coordination and integration of the contents of two different subjects that
students follow simultaneously, and it is based on the combination of project-based learning
and cooperative learning.

Once the experience has finished, an extended quantitative and qualitative analysis of the
academic results over the five years period has shown an improvement in the students’ learning
outcomes.

Keywords: algorithms; computer engineering education; cooperative learning;
programming; project-based learning.

1. Introduction

The European university system has experienced important changes since 1999,
when the Bologna Declaration (Bologna 1999) established the basis of the new
European Space for Higher Education (ESHE). With the development of a Europe
of knowledge in the horizon, the main goal of the Bologna Declaration was the
establishment of comparable degrees across Europe to encourage mobility and em-
ployability of European graduated students. One of the basis to achieve this goal
has been the establishment of the European Credit Transfer System (ECTS)(ECTS
2005). The ECTS is based on the use of students’ work as the unit to measure de-
grees’ work load with 1 ECTS credit being between 25 and 30 hours of students’
work. This new system is totally opposed to the former one which was simply based
on the hours of lectures received by students.
Therefore, the adaptation to the ESHE implied many changes in higher edu-

cation organization and methodology (Salas-Morera et al. 2009, Magdalena et al.
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2008). First, education must be focussed on students and must take their learning
process into account. Some proposals have been done in this direction such as the
one described in (Tien 2000) where a completely individual-centered approach to
engineering education is proposed. Moreover, achieving the goals of a good engi-
neering education implies that courses can not be only based on the transmission
of contents (Baum et al. 1994, Pister et al. 1995) and students must be provided
with useful skills for their professional career.
The Spanish Education Ministry established the 2010–2011 academic year as the

limit to adapt the existing degrees to the ESHE. To achieve this goal, a pilot plan
to progressively adapt the previous degrees to the new framework was developed
at the Universitat Autònoma de Barcelona from academic year 2005–2006. The
pilot plan allowed the faculty to carry out innovative experiences by introducing
active methodologies in their teaching and to perform a thorough testing of their
academic results.
The experience presented in this paper involved two first-semester courses of

the computer engineering degree that students follow in parallel. These subjects
are Algorithms and Programming (hereafter AP) and Programming Languages
(hereafter PL). They are core subjects in the curriculum and students enrolled in
these courses were taking computer engineering degree as their major subject. The
number of students varied each year between 150 and 300, with a mean number
of students of 250 in AP and 230 in PL during the period of the experience. Both
subjects belong to the same area of knowledge, that is, computer programming
in imperative high-level languages (Wirth 1976). However, whereas AP has higher
theoretical and abstraction components, PL is more practical and it is focussed on
programming using a specific language (in this case, the C programming language
(Kernighan and Ritchie 1978)).
In spite of their complementary nature, these courses had always been considered

as independent subjects. As a consequence, it was difficult for students to under-
stand the relationship between the two courses and to have a global view about
the process of developing software applications.
In this paper, we present the adaptation process of AP and PL courses to one of

the ESHE requirements, the ECTS as a standard measure of teaching activities.
As ECTS moves the emphasis of teaching activities towards the effort of students,
the proposed design is based on the combination of two active methodologies,
namely Project-Based Learning (PBL) (Heitmann 1996, Kolmos 1996, Thomas
2000) and Cooperative Learning (Johnson and Johnson 1975). In addition, PBL
and cooperative learning allowed us to propose an effective way of coordinating
these two related courses to provide students with a global view of all programming
stages. Students, in small groups, had to develop a project that was common for
both courses. In this way, the contents of AP and PL became fully integrated
providing a unified view of programming. Most of the lectures were related to the
project through cooperative activities.
Once the pilot experience has finished, we present the analysis of the results

obtained in this five-year experience to show the improvement of students’ perfor-
mance when these pedagogical approaches are applied. Our proposal has been the
basis of a first-year module devoted to programming on the ESHE fully adapted
degree that has started in academic year 2010-2011 at the Universitat Autònoma
de Barcelona.
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2. Course Design

In the design of the new organization of AP and PL courses, some constraints had
to be taken into account due to the general organization of the degree. First, each
subject had to maintain its independent status and, therefore, its own assessment
system so that students could register to only one of them. Second, the total number
of teaching hours of each subject could not vary. Following these constrains a new
proposal for AP and PL courses was designed.
In the former system, AP was a subject of 6 credits (60 hours of teaching)

distributed in 30 hours of theory, 15 of problems and 15 of practical works. PL had
4.5 credits distributed in 15 hours of theory and 30 hours of practical works. The
duration of each course was 15 weeks. Teaching was done in a classical way, that is,
theory and problems in teacher-led lessons, and practical works in the laboratory.
Assessment was based on a weighted mean between the marks of a final practical
work (30% of the mark in AP and 40% in PL) and a final exam (70% of the mark
in AP and 60% in PL).
Before the pilot experience, the fact that AP and PL had always worked inde-

pendently caused inefficient situations such as topics that were explained in both
subjects, activities that were very similar (e.g. the practical works of both subjects
were almost the same), and lack of synchronization between the theory about the
design of an algorithm (in AP) and its implementation in C (in PL).
Due to these problems, most students perceived AP and PL as unrelated subjects

and did not have a global view about their contents. Consequently, many students
did not feel motivated for these subjects, as the number of drops during the year
showed. Therefore, apart from adapting the courses to the ESHE, the goals of the
experience were:

• To provide students with a global view of programming, from the beginning
(analysis of the problem and design of an algorithm) to the end (implementation
with a programming language)

• To coordinate the planning of the two subjects avoiding repetitions of topics or
activities

• To increase the involvement of students in their learning

• To provide students with useful skills for their future employment as engineers,
namely real-problems solving, analysis and synthesis abilities, initiative and self-
organization, communication abilities, and teamwork.

The central point of the approach to achieve all these goals was the adoption of a
PBL methodology. During the semester, students worked in small groups to develop
a joint project which covered all the topics of the syllabus of both subjects. Thus,
although both subjects remained as independent courses, the project acted as the
thread that related all the activities done in both courses. In addition, it allowed
students to have a global view of programming and to face a real programming
project.
At the beginning of the experience, the adaptation process began with an anal-

ysis of the contents and requirements of each subject to define a shared syllabus
including all the stages of the classical programming cycle: analysis, design, coding
and testing (See Fig. 1). At this point, the topics that were included in this shared
syllabus are: basic programming concepts, control structures, simple and complex
data types, functions, dynamic memory, and files.
The contents of each topic in the syllabus were arranged in four different mod-

ules and for each of them, different teaching strategies were adopted to enhance
the students’ learning process. These four modules and their respective teaching
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strategies are the following:

(1) Basic algorithmics theory (in teacher-led lessons). The theoretical contents
of the subject were presented in a general and abstract way by using pseu-
docode.

(2) Analysis and synthesis of algorithms (in problem-solving seminars). Some
problems were presented to the students and they proposed an algorithm
(in pseudocode) suitable for its solution.

(3) Basic knowledge about C programming language (in programming semi-
nars). The syntax of the C programming language was explained showing
its correspondence to the generic structures introduced in the theoretical
lessons. Exercises consisting in the translation of algorithms from pseu-
docode to a C program were proposed.

(4) Coding algorithms in C (in the laboratory sessions). A series of program-
ming exercises were proposed to be implemented in the computer.

Figure 1. The first stages of the programming cycle (analysis and design) are taught on AP whereas the
stages of coding and testing correspond to the areas covered by PL.

Taking the nature of each subject into account, the two first modules were in-
cluded in AP whereas the other two were included in PL.
One of the key issues of the experience was the precise coordination of the

calendars of both courses. Hence, for each unit on the syllabus, the sequence of
a teacher-led lesson, a problem-solving seminar, a programming seminar, and a
laboratory session was always assured. With this planning students followed a
coherent learning sequence, from the abstract level in the theory lessons to the
practical level in the laboratory sessions. Fig. 2 shows a scheme of the course timing.

Figure 2. Timing of the courses. The teaching sequence guarantees a coherent learning sequence to stu-
dents. PL course starts one week later than AP.

This scheme was followed during the first eight weeks of the course when the
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foundations of programming were introduced. Given that the projects developed by
students integrated all the contents of both courses, most of the problems proposed
in this part of the course corresponded to small parts of the final project. This
fact optimized the available time and also contributed to keep the involvement of
students in the project.
In the last four weeks of the course, students were mainly focused on the final

development of the project by integrating the parts carried out during the previous
sessions and implementing the remaining and most complex parts.
Another key point of the course design was the change to a continuous assessment

system to monitor the learning process of students, detect deficiencies to be solved
during the course, and advise the students during the development of the project.
Thus, in addition to the final exam, all the work done by students was taken into
account to obtain the overall mark. At the end of each seminar and laboratory
session there was an assessment activity such as a problem, a test, or a C program.
There were also some milestones with deliverables of the project and two partial
exams during the course.
All these changes were carefully designed taking into account that the total

time devoted by teachers to activities with students should not be higher than in
the original design. However, it has to be remarked that the total time spent by
teachers increased due to the continuous assessment system, although not in a very
significant amount. In the following sections, the learning methodologies and the
continuous assessment system followed in the experience are detailed.

3. Methodology

PBL and cooperative learning were the basic learning strategies used to implement
the course design. Both strategies have been suggested as effective strategies for
achieving engineering expertise (Smith 1988). Fig. 3 shows a scheme on how
these methodologies were integrated. The joint project was developed under the
PBL methodology and some of its parts were developed in the seminars, where
students worked in small groups under the cooperative learning methodology. In
the following sections details on how these methodologies were applied in the
experience are given.

3.1 Project-Based Learning

Project-based learning (Heitmann 1996, Kolmos 1996, Thomas 2000) is a teaching
methodology related to the more general problem-based learning (de Graaf 1993,
Hmelo-Silver 2004, Dolmans et al. 2005), which has been successfully applied in
engineering education (Turner and Zachary 1999, Rebelsky and Flynt 2000, Blake
2005, Magdalena et al. 2008, Chang et al. 2008, Mantri et al. 2008). It is a dynamic
approach to teaching in which students solve real-world problems working in small
groups and acquiring knowledge as they need it to develop the different parts of
the project. Furthermore, PBL allows developing skills such as teamwork, analysis
and synthesis abilities, and project management.
On our courses, students worked in groups of two or three members to develop

a project common to both subjects. Through the project, students applied all the
contents of the courses and went through all the stages of the classical program-
ming cycle. However, since these were first-semester courses, the process was highly
guided by the teachers and each group had an advisor to guide them in the process
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Figure 3. Methodologies involved in the courses of Algorithms and Programs (AP) and Programming
Languages (PL).

and to give them feedback as they developed the project.
One important issue in PBL is the selection of a good project topic. To motivate

students, projects should be as real and challenging as possible. Game programming
has these and other interesting characteristics (Chen and Cheng 2007) and, for
this reason, the proposed projects were simplified versions of well-known computer
games (e.g. Tetris or PacMan).
At the beginning of the course, students received a generic statement with the ba-

sic specifications of the project. The statement was open enough to allow students
to take their own design decisions, but always under the supervision of their advi-
sor, which is a key issue to guarantee a correct student-centered learning process
(Hmelo-Silver and Barrows 2006). The project was highly modular and most of the
exercises proposed in the seminars and the laboratory sessions were preparatory
exercises for the final project or small parts of it. The work done at these sessions
should be the basis for the students to complete the project by themselves in a
semi-supervised way. They should take their own responsibility to find the time
and space to discuss about the project and integrate all the small modules into
the final result. In any case, they could rely on the guidance of their advisor for
any problem encountered during the implementation of the project. For a good
follow-up of their progress, there were two milestone deliverables at the fourth and
eighth weeks of the course. For these deliverables, students received a more specific
statement with the requirements of the module to deliver. In AP they presented the
design of the requested module and in PL its corresponding implementation. At the
end of the semester, students had developed the whole project, from the basic de-
sign of the data structures and modular decomposition to the final implementation
in C language.

3.2 Cooperative Learning

Cooperative learning (Johnson and Johnson 1975) is a learning strategy in which
students work in small groups to build knowledge. Each student contributes to the
proposed task and their interaction results in more benefits to each member than
if they worked alone. This methodology also develops some useful skills such as
critical analysis and communicative abilities.
In our approach, cooperative learning was applied in the seminars of both sub-
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Table 1. Example of a cooperative activity performed in a PL seminar

Subject: Functions in C Language.

Task: Implementation of a calculator for complex numbers.

Background: You need to review the theory of control structures, functions,
the syntaxis of function in C and the parameter passing methods.

Instructions:

(1) Form an even number of groups of 2 or 3 people.
(2) Perform one of the following activities:

PART A: Code a function to add two complex numbers, and another
one to multiply two complex numbers.
PART B: Code a function to subtract complex numbers, and another
one to compute the module of a complex number.

(3) Form new groups joining each PART A group with a PART B group.
(4) Implement the entire program corresponding to a calculator of com-

plex numbers. Code the main function that shows a menu, scans the
complex numbers and allows choosing the operation to be performed.
Use the previously coded functions and take the parameters passing
into account.

Evaluation: The final mark of the activity (all marks are computed in a range
of values from 0 to 10) will be the mean between the marks of the first part
(A or B) and the mark of the final program.

jects. Cooperative activities were carried out by small groups from two to four
students, which were randomly created for each session. Therefore, students from
different project groups could work together in the cooperative activities at the
seminars. In this way, as the tasks proposed in the seminars are preparatory ex-
ercises or small parts of the final project, we were promoting that each project
group could compare and discuss several approaches to each small part of the final
project. Before each session, a brief script was prepared as a route-map for the
students. It included:

• A summary of the previous knowledge needed for the session.

• A description of the proposed activity.

• The assessment criteria.

After a brief theoretical introduction, students must read the session script and
work on the proposed activities, which could be solved in different ways. At the end
of each seminar session, students must deliver the solution of the proposed activity
which was evaluated taking both the individual and the collective contribution to
the task into account. Table 1 shows one of this activities as example.
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Table 2. Summary of overall results in Algorithms and Programming. Marks are in the range 0-10.

2003–04 2004–05 2005–06 2006–07 2007–08 2008–09 2009–10

% Drops 21.78 31.35 21.71 19.19 10.98 23.65 18.75
% Fails 37.54 26.02 34.16 37.37 39.31 29.05 31.82
% Passes 40.69 42.63 44.13 43.43 49.71 47.30 49.43
Mean Exam 4.31 5.08 5.23 4.62 5.46 5.72 5.49
StDev Exam 2.02 1.40 1.56 2.28 2.20 2.21 2.02
Mean Passes 6.37 5.29 6.54 5.65 6.98 6.75 6.50
StDev Passes 0.91 1.46 0.98 0.64 0.92 1.17 0.89

4. Assessment

In the courses’ design a continuous assessment system was implemented and, hence,
the whole learning process of students was taken into account to obtain the overall
mark of these courses. The scoring rule was the same for both subjects. The overall
grade was a weighted mean of three marks: exams (40%), project (30%), and
activities from seminars and laboratories (30%). Eq. 1 summarizes the rule:

Mark = 0.4 · Ex+ 0.3 · Pr + 0.3 ·Ac (1)

where Ex, Pr, and Ac are the marks of the exams, the project and the activities
performed in the seminars and/or laboratories, respectively.
Although a final exam was still done at the end of the semester, two partial

exams were done after the fourth and the eighth weeks of the course. Thus, the
exams’ mark (Ex in Eq. 1) was in turn a weighted mean of the partial exams (25%
each) and the final exam (50%). Notice that with this criteria, the final exam mark
is only a 20% of the final mark instead of the previous 70% in AP or 60% in PL in
the initial system.
The mark of the project (Pr in Eq. 1) was also a weighted mean of the marks

obtained in the two deliverable milestones (20% each) and in the final project
evaluation (60%).
The third partial mark in the scoring rule (Ac in Eq. 1) was obtained as the

weighted mean of the activities carried out in the seminars and the laboratory
sessions.
It is important to remark that although the individual written exams still had an

important weight (40% of the overall mark), the work carried out along the course,
which was mainly related to the project, supposed the remaining 60% of the final
mark. This fact encouraged students to have an active participation in the courses.

5. Results and Discussion

After the five years of the experience, a quantitative and qualitative analysis of the
results has been done.
The results from academic year 2003-2004 (two years before beginning the

experience) to year 2009-2010 have been analyzed in terms of the drops, passes
and fails percentages, mean mark on the final exam, and mean overall mark.
Tables 2 and 3, and Figs. 4 and 5 summarize the academic results of these years.

Table 4 presents the values of all the indicators calculated for the periods 2003-
2005 (before the beginning of the experience) and 2005-2010 (after the courses’
adaptation).
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Table 3. Summary of overall results in Programming Languages. Marks are in the range 0-10.

2003–04 2004–05 2005–06 2006–07 2007–08 2008–09 2009–10

% Drops 15.02 32.53 24.29 22.66 21.97 14.39 5.92
% Fails 38.98 37.67 25.36 31.53 33.53 33.81 34.91
% Passes 46.01 29.79 50.36 45.81 44.51 51.80 59.17
Mean Exam 4.83 3.80 5.36 4.98 5.29 6.62 6.25
StDev Exam 2.72 2.56 2.39 2.74 2.69 2.43 2.49
Mean Passes 6.68 7.38 7.46 7.35 7.82 7.86 7.63
StDev Passes 1.10 1.33 0.90 1.21 0.94 1.04 1.02

Figure 4. Results for ‘Algorithms and Programming’ (AP). The dashed line indicates the beginning of
the new methodology.

Figure 5. Results for ‘Programming Languages’ (PL). The dashed line indicates the beginning of the new
methodology.

Before starting the experience, both courses had showed a progressive decrease
in the percentage of passes and an increase in the percentage of drops and fails.
This fact was critical in the case of PL with less than 30% of passes in year 2004-
2005. However, after the beginning of the experience results tended to improve
progressively, as we detail in the following paragraphs.
In AP (see Table 2 and Fig. 4), passes increased from 42.63% in 2004-05 to

percentages near 50%, whereas drops decreased from 31.35% in 2004-05 to values
around 20% (with a minimum of 10.98% in 2007-08). The percentage of fails has
experienced an increase in the years after the beginning of the experience (2.49%
in the means of the periods as shown in table 4). We think that this fact is related
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Table 4. Global results on the two subjects for periods 2003–2005 (before the

experience) and 2005–2010. Marks are in the range 0-10.

Algorithms and Programming
Programming Languages

2003-2005 2005-2010 2003-2005 2005-2010

% Drops 26.35 19.06 23.47 18.88
% Fails 32.04 34.53 38.35 31.02
% Passes 41.62 46.41 38.18 50.10
Mean Exam 4.57 5.25 4.36 5.58
StDev Exam 1.87 2.07 2.69 2.60
Mean Passes 5.84 6.61 6.93 7.59
StDev Passes 1.32 1.01 1.23 1.03

to the decrease in the number of drops (7.29% in the means of the periods) because
part of the students that did not drop the course passed, but the rest increased the
percentage of fails. However, we must point out that the increase on the percentage
of passes between periods (4.79%) is almost twice the increase on the percentage
of fails which is 2.49%.
In the case of PL (see Table 3 and Fig. 5), results also show an improvement

on students’ performance. A similar pattern can be observed: drops were reduced
from 32.53% in 2004-2005 to only 5.92% in 2009-2010, and passes increased from
29.79% in 2004-2005 to 59.17% in 2009-2010. Unlike AP, in PL the number of fails
was also reduced with respect to the years before the experience. However, after a
sharp decrease of 12.31% in course 2005-2006, the percentage of fails progressively
increased in the subsequent years. Again the explanation to this fact can be found
in the decrease on the number of drops that makes increase the number of passes,
but also the number of fails. Nevertheless, the highest percentage of fails in the
period after the beginning of the experience (34.91% in year 2009-2010) is still
lower than the percentages on the period 2003-2005 and, as can be seen in Table
4, the global results for both periods show a reduction of 7.33% on the number of
fails.
Moreover, the mean mark on the exams and the overall marks (computed ac-

cording to Eq. 1) improved since the beginning of the experience (see Tables 2 and
3). We want to point out that the change to a more practical methodology did not
mean a decrease in the course contents. Indeed, the difficulty level of the exams
was increased each year.
To consider the opinion of the students about the methodology employed and its

results, a survey based on the SEEQ (Students’ Evaluation of Education Quality)
survey (Marsh 1982) was handed out at the end of the last year of the experience.
For each of the statements in the survey, students had to score between 1 (Very
poor) to 5 (Very good). Table 5 summarizes the results on the questions that are
more related to the goals of the experience.

Questions about their own learning process (Q2, Q3 and Q4) show that students
had the perception of learning useful things in these courses and their interest in
the subject increased after taking them.
Regarding the assessment strategy (questions Q10 and Q11), students thought

that the assessment strategy was fair and appropriate mean score of 3.17 with
44.77% of the students scoring their agreement to the statement as good or very
good). Score increases about Q11 (”The contents of the exams and tasks of the
course agree with the contents of the course”), with a mean score of 3.58.
A set of specific questions (Q20 to Q23) about the PBL methodology employed

in the experience were also proposed to the students. In general, they were very
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Table 5. Survey results: Questions about the courses. (Scores: 1=Very Poor, 2=Poor, 3=Moderate,

4=Good, 5=Very Good)

Question Mean STDev

Q02: I have learnt topics that I consider as valuable 4.11 0.79

Q03: My interest in the subject has increased as a result of this course 3.68 0.98

Q04: I have learnt and understood the contents of this course 3.89 0.85

Q10: The assessment method of these subjects is fair and adequate 3.17 1.15

Q11: The contents of the exams and tasks of the course agree
3.58 0.91

with the contents of the course
Q20: The fact that most of the activities of the course are related

3.63 0.94
to the project has helped me to have a global view of the subject

Q21: The topic of the project is interesting 3.84 0.94

Q22: The knowledge acquired developing the project helps
4.11 0.85

understanding theoretical contents
Q23: Doing the design of the project algorithm previously to its

2.74 1.19
implementation in C helped me to obtain a better code

positive about the methodology used (Q20), the topic proposed for the project
(Q21) and the usefulness of the different activities in their learning process (Q22).
Surprisingly, question Q23 only obtained a mean score of 2.74 and a significant
part of the students (about 44%) disagreed about the statement ”Doing the design
of the project algorithm previously to its implementation in C, helped me to obtain
a better code”. This might be because students were too novice to see the value of
a good design. However, understanding the need of designing an algorithm before
implementing it is one of the main goals of these subjects, and hence, this point
should be improved in the new degree.
Finally, from a qualitative point of view, we consider that the problems detected

before starting the experience (i.e. contents overlaps, lack of a joint view, unmo-
tivated students) were mostly solved. The coordination of the contents and the
sequence of lectures (theory-seminars-labs) optimized the existing resources (time
and faculty) and allowed the teachers to follow the students’ progress better. This
fact contributed to increase the students’ interest for the subjects, which could be
observed in a higher attendance to lectures and also a more active participation of
students in lectures and seminars.

6. Conclusions

In this paper we have presented the process to adapt two first-year subjects on
computer engineering to the ESHE. The adaptation was performed during a five-
year experience and this fact has given the opportunity to analyze the results in a
longer than usual period. The data collected during these five years allows having a
wider perspective on the benefits of the new design based on active methodologies.
The goals proposed at the beginning of the experience were achieved through

the coordination of the two courses and the application of PBL and cooperative
learning. The two courses involved in the experience have been successfully adapted
to the ESHE requirements and the approach presented in this paper is the basis of
a module devoted to the basics of programming in the new degree adapted to the
ESHE that has started in academic year 2010-2011.
The analysis of the results demonstrates an improvement of students’ perfor-

mance shown by an increase on the percentage of passes and on the overall marks,
and by a decrease on the percentage of drops.
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The new design of the courses, based on PBL, also allowed the students to
work on a real programming project where they went through all the stages of
programming and acquired some useful skills for engineering such as teamwork,
critical analysis, and communicative abilities. Finally, the survey handed out to
students shows their satisfaction with the methodology employed in these courses.
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